**Практическая работа №14**

**Алгоритмы сжатия и кодирования данных.**

**Автор: Николаев-Аксенов И. С.**

**Группа: ИКБО-20-19**

**Код программы:**

1. #include <iostream>
2. #include <vector>
3. #include <list>
4. #include <string>
5. #include <algorithm>
6. #include <clocale>
7. #include <map>
8. #include <iomanip>
9. #include <queue>
10. using namespace std;
11. map<char, string> codes;
12. map<char, int> freq;
14. struct MinHeapNode
15. {
16. char data;
17. int freq;
18. MinHeapNode\* left, \* right;
20. MinHeapNode(char data, int freq)
21. {
22. left = right = NULL;
23. this->data = data;
24. this->freq = freq;
25. }
26. };

29. struct compare
30. {
31. bool operator()(MinHeapNode\* l, MinHeapNode\* r)
32. {
33. return (l->freq > r->freq);
34. }
36. };


40. void storeCodes(struct MinHeapNode\* root, string str)
41. {
42. if (root == NULL)
43. return;
44. if (root->data != '$')
45. codes[root->data] = str;
46. storeCodes(root->left, str + "0");
47. storeCodes(root->right, str + "1");
48. }

51. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap;
52. template<typename T> void print\_queue(T& q,int size)
53. {
54. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> q1=q;
55. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> q2 = q;
57. cout << "Алфавит: ";
58. while(!q.empty())
59. {
60. if (q.top() != NULL)
61. cout << setw(4) << q.top()->data << " ";
63. q.pop();
64. }
66. cout << endl << "Количество вхождений: ";
67. while (!q1.empty())
68. {
69. if (q1.top() != NULL)
70. cout << setw(4) << q1.top()->freq << " ";
72. q1.pop();
73. }
75. cout << endl << "Вероятность: ";
76. while (!q2.empty())
77. {
78. if (q2.top() != NULL)
79. cout << setw(4) << float(q2.top()->freq)/size << " ";
81. q2.pop();
82. }
84. cout << '**\n**';
85. }
86. void HuffmanCodes(int size)
87. {
88. struct MinHeapNode\* left, \* right, \* top;
90. for (map<char, int>::iterator v = freq.begin(); v != freq.end(); v++)
91. minHeap.push(new MinHeapNode(v->first, v->second));
92. priority\_queue<MinHeapNode\*, vector<MinHeapNode\*>, compare> minHeap2=minHeap;
93. print\_queue(minHeap2,size);
95. while (minHeap.size() != 1)
96. {
97. left = minHeap.top();
98. minHeap.pop();
99. right = minHeap.top();
100. minHeap.pop();
101. top = new MinHeapNode('$', left->freq + right->freq);
102. top->left = left;
103. top->right = right;
104. minHeap.push(top);
105. }
106. storeCodes(minHeap.top(), "");
107. }
109. void calcFreq(string str, int n)
110. {
111. for (int i = 0; i < str.size(); i++)
112. freq[str[i]]++;
113. }
115. string haffman\_code(string input)
116. {
117. string encodedString;
118. for (auto i : input)
119. encodedString += codes[i];
120. return encodedString;
121. }
123. void print\_table(string str)
124. {
125. cout << "Алфавит: ";
126. for (auto item : freq)
127. cout << setw(4) << item.first << " ";
129. cout << endl << "Количество вхождений: ";
130. for (auto item : freq)
131. cout << setw(4) << item.second << " ";
133. cout << endl << "Вероятность: ";
134. for (auto item : freq) {
135. cout.setf(std::ios::fixed);
136. cout << setprecision(2) << float(item.second)/str.length() << " ";
137. }
139. cout << endl;
140. cout << endl;
141. }
143. void sviaz\_codov()
144. {
145. for (auto s : codes)
146. cout << s.first << ": " << s.second << endl;
147. }
149. int dec2bin(int num)
150. {
151. int bin = 0, k = 1;
152. while (num)
153. {
154. bin += (num % 2) \* k;
155. k \*= 10;
156. num /= 2;
157. }
158. return bin;
159. }
161. string ascii\_code(string input) {
162. string asci = "";
163. for (int i = 0; i < input.size(); ++i) {
164. asci += to\_string(dec2bin((int(input[i]))));
165. }
166. return asci;
167. }
169. void results(string a) {
170. cout << "Коды символов: " << endl; sviaz\_codov();
171. cout << "Код по Хаффману: " << haffman\_code(a) << endl;
172. cout << "Длина кода по алгоритму Хаффмана: " << haffman\_code(a).length() << endl;
173. cout << "Код по ASCII: " << ascii\_code(a) << endl;
174. cout << "Длина кода по ASCII: " << ascii\_code(a).length() << endl;
175. cout << "Дисперсия " << ((float)haffman\_code(a).length() / ascii\_code(a).length()) << endl;
176. }
178. int main()
179. {
180. setlocale(LC\_ALL, "Russian");
181. string str = "nikolaevaxenov ivan sergeevich";
182. calcFreq(str, str.length());
183. print\_table(str);
184. HuffmanCodes(str.length());
185. results(str);
186. return 0;
187. }

**Результат выполнения программы:**

![](data:image/png;base64,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)